**Лабораторна робота №14. Розробка програм із застосуванням поліморфізму**

**Мета:** Розробка програм із застосуванням поліморфізму

**Порядок виконання роботи**

1. Ознайомитися з теоретичними основами розробки віртуальних функцій та застосуванням поліморфізму.
2. Розробити клас Point для завдання координати точки на площині. Вибираючи цей клас в якості базового, розробити похідні класи Circle, що визначає кола різного радіусу, Line, яка визначає довжину лінії.. Визначити в класі Circle функції повертають довжину кола і площа круга. У всіх класах оголосити віртуальну функцію Length, яка повертає довжину відповідного об'єкта. У головній програмі оголосити масив покажчиків на об'єкти точок і кіл. Вивести середнє арифметичне довжин кіл і середнє арифметичне їх площ. Оформити однією програмою, до якої включити опис класу.
3. Продовжити працювати над програмою попередніх лабораторних робіт над темою своєї курсової, закінчити попередні завдання з урахуванням наданих зауважень (для тих, хто не здав). Результати надсилати разом зі сформованими файлами.
4. В першому рядку програми та заголовкового файлу повинні бути записаними в коментарі номер групи та прізвище, а також номер ЛР (через кому до попередньої).
5. Результати надсилати на електронну адресу викладача

[**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)у вигляді заголовкового файлу та cpp-файлу з іменем у форматі

Для заголовкового файлу

**<Прізвище англійською>.h**

Наприклад, Ivanov.h

Для cpp-файлу:

**<Номер групи> <Номер лабораторної><Прізвище англійською>.cpp**

Наприклад, 31-01Ivanov.cpp.

Тему в заголовку листа записати

**ООП<Номер групи>-ЛР <Номер лабораторної>-<Прізвищеанглійською>**

**Строк відсилки ЛР ІПЗ-31 12.04.2024**

**ІПЗ-32 13.04.2024**

Всі запитання, що виникнуть, надсилайте на електронну адресу викладача, тему в заголовку листа записати

**ООП<Номер групи>-Запитання-<Прізвище англійською>**.

**Теоретичні відомості.**

Розглянемо приклад ієрархії класів

**#include <iostream>**

**#include <Windows.h>**

**class Animal**

**{**

**public:**

**Animal() { std::cout << "Animal::Animal" << std::endl; }**

**virtual ~Animal() { std::cout << "Animal::~Animal" << std::endl; }**

**virtual void DoSound() {}**

**};**

**class Cat : public Animal**

**{**

**public:**

**Cat() { std::cout << "Cat::Cat" << std::endl; }**

**~Cat() { std::cout << "Cat::~Cat" << std::endl; }**

**void DoSound() { std::cout << "Mew!" << std::endl; }**

**};**

**class Dog : public Animal**

**{**

**public:**

**Dog() { std::cout << "Dog::Dog" << std::endl; }**

**~Dog() { std::cout << "Dog::~Dog" << std::endl; }**

**void DoSound() { std::cout << "Wow" << std::endl; }**

**};**

**class Frog : public Animal**

**{**

**public:**

**Frog() { std::cout << "Frog::Frog" << std::endl; }**

**~Frog() { std::cout << "Frog::~Frog" << std::endl; }**

**void DoSound() { std::cout << "Croc!" << std::endl; }**

**};**

**int main()**

**{ system("color F0");**

**Animal\* animal1 = new Cat();**

**Animal\* animal2 = new Dog();**

**Animal\* animal3 = new Frog();**

**animal1->DoSound();**

**animal2->DoSound();**

**animal3->DoSound();**

**delete animal1;**

**delete animal2;**

**delete animal3;**

**return 0;**

**}**
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**Як це працює?**

Компілятор генерує код який дозволяє програмі на стадії виконання обрати необхідну віртуальну функцію в залежності від класу об'єкту. Для цього він додає деяку службову інформацію на стадії компіляції. Один з найрозповсюдженіших методів вирішення цієї задачі це - використання таблиці віртуальних методів.

Для того щоб зрозуміти це, перш за все, потрібно зрозуміти, що таке класи і об'єкти з точки зору компілятора.

**Oб'єкти з точки зору компілятору**

Розмір об'єктів, які не містять віртуальні методу, у пам'яті дорівнює сумі його членів даних. Звичайні методи не потребують додаткового місця у пам'яті об'єкту.

class A

{

int x;

void m1() {}

void m2() {}

};

A obj; // sizeof(obj) == 4 (1 машинне слово для 32-бітної платформи)

obj.x = 0x12345678;

Тепер розглянемо приклад для класу з віртуальними методами:

class B

{

int x;

void m1() {}

void m2() {}

virtual void vm1() {}

virtual void vm2() {}

};

B obj; // sizeof(obj) == 8 (2 машинних слова для 32-бітної платформи)

obj.x = 0x12345678;

Додаткове місце за зміщенням 0 займає вказівник на таблицю віртуальних методів (службова інформація додана компілятором).

**Таблиця віртуальних методів**

Якщо у класі присутні віртуальні методи то компілятор створює спеціальну структуру яка називається таблицею віртуальних методів. Така таблиця існує у одному екземплярі для кожного класу і містить вказівники на віртуальні методи класу.

Таблиця віртуальних методів класу B:

|  |  |
| --- | --- |
| Зміщення | Метод |
| +0 | B::vm1 |
| +4 | B::vm2 |

**Таблиця віртуальних методів**

Після цього компілятор додає вказівник на таблицю віртуальних методів у кожний об'єкт класу. Розглянемо на прикладі об'єкту класу B:

При виклику віртуального методу програма знаходить вказівник на віртуальну таблицю, а потім викликає потрібний метод з таблиці.

|  |  |
| --- | --- |
| Зміщення | Дані |
| +0 | Вказівник на віртуал. таблицю класу B |
| +4 | int x |

|  |  |
| --- | --- |
| Зміщення | Метод |
| +0 | B::vm1 |
| +4 | B::vm2 |

Вказівник на таблицю віртуальних методів ініціалізується компілятором при конструюванні об'єкту.

Повернемося до прикладу:

Animal\* animal1 = new Cat();

У цьому випадку спочатку конструюється Animal і вказівник на таблицю віртуальних методів ініціалізується таблицею Animal. Після цього конструєються Cat і вказівник на таблицю віртуальних методів переписується таблицею Cat.

Таким чином при виклику:

animal1->DoSound();

викликається метод саме з класу Cat.

Це називається пізнім зв'язуванням.

У стандарті C++11 було введено два додаткових ключових слова:

* **override** - дозволяє створення віртуального методу у класі нащадку лише якщо метод з такою ж сигнатурою є у батьківському класі
* **final** - забороняє перевизначати віртуальний метод у класах нащадках

**Динамічна ідентифікація типів (run-time type identification –RTTI)**

В такій поліморфній мові, як C++,можливі ситуації, в яких тип об'єкта невідомий у період компілювання, оскільки точна природа цього об'єкта не буде визначена доти, доки програма на почне виконуватися. Як уже зазначалося вище, мова програмування C++ реалізує поліморфізм за допомогою використання ієрархії класів, віртуальних функцій і покажчиків на об'єкти базових класів. Покажчик на базовий клас можна використовувати для посилання на члени як цього базового класу, так і на члени будь-якого об'єкта, виведеного з нього. Отже, не завжди наперед відомо, на об'єкт якого типу посилатиметься покажчик на базовий клас у довільний момент часу. Це з'ясується тільки у процесі виконання програми – при використанні одного із засобів динамічної ідентифікації типів.

**Отримання типу об'єкта у процесі виконання програми**

Для цього необхідно приєднати до програми заголовок <**typeinfо**>. Найпоширеніший формат використання оператора **typeid** такий:

**typeid**(*object*)

У цьому записі елемент *object* означає об'єкт, тип якого потрібно отримати. Можна робити запити не тільки про вбудований тип, але і про тип класу, створеного програмістом. Оператор **typeid** повертає посилання на об'єкт типу **type\_info**, який описує тип об'єкта *object*.

Якщо оператор **typeid** застосовується до покажчика на поліморфний базовий клас (пригадайте: поліморфний клас – це клас, який містить хоч би одну віртуальну функцію), він автоматично повертає тип реального об'єкта, на який той вказує: будь то об'єкт базового класу або об'єкт класу, виведеного з базового.

Отже, оператор **typeid** можна використовувати для динамічного визначення типу об'єкта, який адресується покажчиком на базовий клас. Застосування цієї можливості продемонстровано в такому коді програми.

**Демонстрація механізму застосування оператора typeid до**

**ієрархії поліморфних класів**

**#include <iostream>** // Для потокового введення-виведення

**#include** <**typeinfo**> // Для динамічної ідентифікації типів

**#include <Windows.h>**

**using namespace std;** // Використання стандартного простору імен

// Оголошення базового класу

**class** Base {

**virtual void** Fun() {}; // Робимо клас Base поліморфним

//. . .

};

**class** DerivedA: **public** Base {

//. . .

};

**class** DerivedB: **public** Base {

//. . .

};

**int main**()

{ system("color F0");

Base \*p, baseob;

DerivedA ObjA; // Створення об'єкта класу

DerivedB ObjB; // Створення об'єкта класу

p = &baseob;

**cout** << " Variable p show object ";

**cout** << **typeid**(\*p).**name**() << **endl**;

p = &ObjA;

**cout** << " Variable p show object ";

**cout** << **typeid**(\*p).**name**() << **endl**;

p = &ObjB;

**cout** << " Variable p show object ";

**cout** << **typeid**(\*p).**name**() << **endl**;

**getch**(); **return** 0;

}

![](data:image/png;base64,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)

Якщо оператор **typeid** застосовується до покажчика на базовий клас поліморфного типу, то тип об'єкта, який реально адресується, як підтверджують ці результати, буде визначений у процесі виконання програми.

У всіх випадках застосування оператора **typeid** до покажчика на неполіморфну ієрархію класів буде отримано покажчик на базовий тип, тобто те, на що цей покажчик реально вказує. Як експеримент спробуйте перетворити на коментар віртуальну функцію Fun() у класі Base і подивіться на результат. Ви побачите, що тип кожного об'єкта після внесення у програму цієї зміни буде визначений як Base, оскільки саме цей тип має покажчик р.

Оскільки оператор **typeid** зазвичай застосовується до перейменованого покажчика (тобто до покажчика, до якого вже застосовано оператор "\*"), то для оброблення ситуації, коли цей перейменований покажчик виявиться нульовим, створено спеціальний виняток. У цьому випадку оператор **typeid** генерує виняток типу

**bad**\_**typeid**.

Посилання на об'єкти ієрархії поліморфних класів працюють подібно до покажчиків. Якщо оператор **typeid** застосовується до посилання на поліморфний клас, то він повертає тип об'єкта, на який вона реально посилається, і це може бути об'єкт не базового, а похідного типу. Описаний засіб найчастіше використовують при передачі об'єктів функціям за посиланням. Наприклад, у наведеному нижче коді програми функція WhatType() оголошує посилальний параметр на об'єкти типу Base. Це означає, що функції WhatType() можна передавати посилання на об'єкти типу Base або посилання на об'єкти будь-яких класів, похідних від Base. Оператор **typeid**, що застосовується до такого параметра, поверне реальний тип об'єкта, який передається функції.

**Демонстрація механізму застосування оператора typeid до посилального параметра**

**#include <iostream>** // Для потокового введення-виведення

**#include** <**typeinfo**> // Для динамічної ідентифікації типів

**using namespace std;** // Використання стандартного простору імен

// Оголошення базового класу

**class** Base {

**virtual void** Fun() {; // робимо клас Base поліморфним

//. . .

};

**class** DerivedA: **public** Base {

//. . .

};

**class** DerivedB: **public** Base {

//. . .

};

// Демонструємо застосування оператора **typeid** до посилального параметра.

**void** WhatType(Base &obj)

{

**cout** << "Параметр obj посилається на об'єкт типу ";

**cout** << **typeid**(obj).**name**() << **endl**;

}

**int main**()

{

**int** c;

Base baseob;

DerivedA ObjA; // Створення об'єкта класу

DerivedB ObjB; // Створення об'єкта класу

WhatType(baseob);

WhatType(ObjA);

WhatType(ObjB);

**getch**(); **return** 0;

}

Внаслідок виконання ця програма відображає на екрані такі результати:

Параметр obj посилається на об'єкт типу Base

Параметр obj посилається на об'єкт типу DerivedA

Параметр obj посилається на об'єкт типу DerivedB

Існує ще одна версія застосування оператора **typeid**, яка як аргумент приймає ім'я типу. Формат його є таким:

**typeid**(*ім'я\_типа*)

Наприклад, наступна настанова абсолютно допускається:

**cout** << **typeid**(**int**).**name**();

Призначення цієї версії оператора **typeid** – отримати об'єкт типу **type\_info** (який описує заданий тип даних), щоб його можна було використовувати в настанові порівняння типів.

Інтерфейс для класу **type\_info**

class type\_info {

public:

type\_info(const type\_info& rhs) = delete; // cannot be copied

virtual ~type\_info();

size\_t hash\_code() const;

\_CRTIMP\_PURE **bool operator==(**const type\_info& rhs) const;

type\_info& operator=(const type\_info& rhs) = delete; // cannot be copied

\_CRTIMP\_PURE **bool operator!=(**const type\_info& rhs) const;

\_CRTIMP\_PURE **int before**(const type\_info& rhs) const;

size\_t hash\_code() const noexcept;

\_CRTIMP\_PURE **const char\* name()** const;

\_CRTIMP\_PURE const char\* raw\_name() const;

};

Оператори == и != можна використовувати для порівняння на рівність та нерівність з іншими об’єктами типу **type\_info**.

Функцію type\_info::before можна використовувати для визначення порядку сортування типів, вона не пов’язана з ієрархією класів .

Функція-член type\_info::name повертає const char\* в рядкову змінну (в кінці нуль-символ) ім’я типу.

Приклад.

#include <iostream>

#include <typeinfo>

using namespace std;

class myclass {

// . . .

};

int main()

{

int i, j;

float f;

myclass ob;

cout << "Тип змінної i: " << typeid(i).name();

cout << endl;

cout << "Тип змінної f: " << typeid(f).name();

cout << endl;

cout << "Тип змінної ob: " << typeid(ob).name();

cout << "\n\n";

if(typeid(i) == typeid(j))

cout << "Типи змінних i и j однакові.\n";

if(typeid(i) != typeid(f))

cout << "Типи змінних i и f неоднакові.\n";

return 0;

}

При виконанні цієї програми отримаємо результати.

Тип змінної i: int

Тип змінної f: float

Тип змінної ob: class myclass

Типи змінних i и j однакові.

Типи змінних i и f неоднакові.